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Abstract

Testing is very expensive for high-assurance software, like commercial aircraft systems, weapon research, weather forecast, earthquake forecast, and software used for safety critical system. A small and simple flaw in the end product can be enough for destroying the entire effort of the developer with a huge unrecoverable damage to the society. For this reason, Federal Aviation Administration’s requirement is that, the test-suites should be comprises of Modified Condition/Decision Coverage (MC/DC) adequate. By using logic coverage criteria lots of flaws can be removed for safety critical software. MC/DC was proposed by NASA, and had been widely accepted in the field of testing. MC/DC is an effective verification technique, and helps to uncover safety faults. It is a challenge to minimize the number of test-suites when there is a partial change in the software. This can be achieved by using models. Unified Modeling Language (UML) not only helps to design software but also plays a vital role in detecting the faults early phase of design and in minimizing the test-suite. Existing test-suite minimization techniques investigated by different researchers may not be effective in minimizing MC/DC-adequate test-suites because they do not consider the complexity of the present software. A new approach for test-suite minimization is presented in this work, using dissimilarity matrix, which can be well fitted with MC/DC. We also present the results generated out of a case study of the test-suite minimization.
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1. Introduction

Testing is an important phase of software development which aims at producing highly reliable system while maintaining the quality. It is one of the most important and crucial activities carried out in software development process. Specially, testing is very expensive for high assurance software such as software produced for commercial aircraft system. In aerospace and safety critical domains, the quality assurance of the software is strict to the regulations of DO-178B [1]. After a small change in the existing software, new test cases are generated for the test-suite, the size of the test-suite increases, and the cost of regression testing increases. Specially in case of model-based test-suite generation, where the early detection of the flaws is possible, MC/DC also adds another feature to it for detecting the safety faults. Present day software are very complex looking to the expectation of the users. So there is a tremendous increase in the volume of test cases as well as test-suites. There may be unnecessary test cases in the test suite including both
redundant and obsolete test cases. Due to the obsolete and redundant test cases, the size of the test suite continues to grow and becomes a challenge to minimize the size of the test-suite. Model-based testing is more efficient and effective than code based approach as it is the mixed approach of source code and specification requirements for testing the software [2]. Models are the intermediate artifacts between source code and requirement specification. Models preserve the essential information from requirement specification and are base for the final implementation. Unified Modelling Language (UML) is the modelling language, achieving a great attention as the industrial de-facto standard for modelling object-oriented software systems in testing. UML accomplish the visualization of software at early stage, which helps in many ways like confidence of both developer and the end user on the system, earlier error detection through proper analysis of design and etc. UML also helps in making the proper documentation of the software and so maintains the consistency in between the specification and design document. Coverage criteria are very important in test case generation. We have used MC/DC coverage criteria to generate the test cases. So, more test cases can be generated.

Regression testing ensures that, new flaws can not be generated in the unmodified part of the software when software is modified. Half of the maintenance costs is spent on regression testing whenever there is a modification in the software [3, 4]. Researchers have proposed various approaches of test-suite minimization (TSM) [2, 5], Regression Test Selection (RTS) [5, 6] and Test Case Prioritization (TCP) [7-9] techniques to minimize the cost evolved and to increase the effectiveness of regression testing. Quite a large number of test cases are generated for a very simple software. For present day complicated software a massive amount of test cases are generated. The size of the test cases increased in case of software, such as for commercial aircraft systems, weapon research, weather forecast, earthquake forecast and software evolves for highly safety critical system. It is very tedious and expensive to run all the test cases. So, it is desirable to reduce the number of test cases or to select a test-suite which is the subset of the test cases by removing some test cases from the test-suite known as test-suite minimization [1, 10]. The test-suite minimization techniques proposed by the researchers may not be effective in minimizing by the use of MC/DC adequate.

Most of the researchers have not given their proper attention minutely in using MC/DC criterion for minimization of the test-suite using model based technique which gives a motivation to us. By which we, desired to emphasize our work test-suite minimization based on the activity diagram. In this paper, we propose a frame work to minimize the test-suites. We have named our framework as MCDCTSM(MC/DC Test Suite Minimization). First of all we design the model of system in UML. After that we generate the XMI code by using XMI code generator and from that identified the predicates. Then we passed the predicates to dissimilarity matrix minimizer and thus the minimized MC/DC test-suite are achieved.

Model-based test-suite minimization using MC/DC approach in five different case studies are reported in our approach. Our empirical study shows the encouraging results in the minimization of the size of the test-suite. By using the new approach of dissimilarity matrix, which can be well fitted with MC/DC helps us to minimize the test-suite. The dissimilarity matrix is the number of mismatches between the columns of any matrix basically in a Boolean expression.

The rest of the paper is organised as follows: Section 2, presents the basic ideas about MC/DC criterion. A brief outline of the related works is given in Section 3. Our approach is explained in Section 4 with the help of one example, to discuss how to minimize the test cases by using MC/DC. Section 5 discusses the proposed methodology for our approach. Case study and its implementation appear in Section 6. We present the empirical results of our proposed approach in Section 7. Comparison with some related works are given in Section 8. Finally, Section 9 gives the conclusion and future work.
2. Basic Ideas

In this Section, first we discussed some useful definitions which are used in our approach. Then, we discuss the basic concepts and technique for Boolean derivative methods for MC/DC coverage.

Condition: A condition is a leaf-level Boolean expression, which can not be further divided into smaller Boolean expression[11].

Group of Conditions: A Boolean statement made from a couple of conditions and one or more operators is addressed as a grouping of conditions[29].

Example: if ((A || B) && (C || D)).

In this example A, B, C and D are four different conditions and (A || B), (C || D) are two groups of conditions.

Decision or Predicate: The Boolean statement which consists of conditions and zero or many Boolean operators is called as decision or predicate.

Example: Assume an example : if((A>10) ||((B<20) &&(C>30))

In this example the if-statement and the entire expression is called a decision, || and && are the Boolean operators and (A> 10), (B < 20) and (C > 30) are conditions.

Condition Coverage: Every condition or clause in a decision in the code must take all possible outcomes at least once.

Decision Coverage: Any place of entry and exit inside program has become called at least one time, every decision inside program has taken all possible outcomes at the very least once.

Modified Condition / Decision Coverage: Any place of entry and exit inside program has been called at least one time, every decision inside the program has taken all possible outcomes at least once, and every condition in a decision has been shown to independently affect that decision’s outcome.

MC/DC was designed to have Multiple Condition testing when retaining the linear growth of the test cases. The main aim of this testing is that, in the application code each and every condition in a decision statement affects the outcome of the statement [10, 11]. MC/DC needs to satisfy the followings:

- Each point of entry and exit in the code is invoked.
- Every condition in a determination statement is exercised for each and every possible output.
- Each individual possible output of any decision statement is exercised
- Every single condition in a statement is shown to independently affect the end result of the decision.

2.1. Test-suite Minimization

Changes made in the existing software may change the behaviour of the software. Test-suites tend to growing larger, often rendering it too costly to execute the entire test-suite. Test-suite minimization techniques significantly reduce how large the test-suites. But, an important issue manages how well these reduced suites can be weighed against their corresponding un-reduced suites using some other criteria rather than using the suite size criterion. Since objective of test case execution is always to detect faults on the software, one measure of the suite quality is its fault detection capability.
Test-suite minimization techniques try to remove redundant test cases of a test-suite. The test-suite minimization problem can be formally stated as follows. Given:

1. A test-suite TS of test cases \{TC1, TC2, TC3, . . . , TCk\}.
2. A set of testing requirements \{r1, r2, r3, . . . , rn\} that must be satisfied to provide the desired testing coverage of the program.
3. Subsets \{T1, T2, T3, . . . , Tn\} of TS, one associated with each of the ri’s, such that any one of the test cases tj belonging to Ti satisfies ri.

2.2. Dissimilarity Matrix

The dissimilarity matrix is defined as the number of mismatches between the columns of any matrix. The mathematical model of the dissimilarity matrix can be represented by:

\[
D = \begin{cases} 
D[i,j] = D[i+1,j] & \text{if } D[i,j] \neq D[i+1,j] \\
D[i,j] = D[i+1,j] & \text{otherwise} 
\end{cases}
\]

where \(i=1\) to \(n\) represents the no. of rows in the matrix, \(j=1\) to \(m\) represents the no. of columns in the matrix.

By using Equation 1 we have formulated the dissimilarity matrix shown below with the help of a Boolean expression given below in the Table 1 and Table 2. TC1, TC2, TC3 and TC4 are the test cases of the expression \((A&&B)||C\).

<table>
<thead>
<tr>
<th>Test Case#</th>
<th>A</th>
<th>B</th>
<th>C</th>
<th>!A</th>
<th>!B</th>
<th>!C</th>
<th>Result1 (T)</th>
<th>Result2 (F)</th>
</tr>
</thead>
<tbody>
<tr>
<td>TC1</td>
<td>√</td>
<td>√</td>
<td>√</td>
<td>•</td>
<td>•</td>
<td>D</td>
<td>√</td>
<td>•</td>
</tr>
<tr>
<td>TC2</td>
<td>√</td>
<td>√</td>
<td>D</td>
<td>•</td>
<td>•</td>
<td>√</td>
<td>√</td>
<td>•</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Test Case#</th>
<th>A</th>
<th>B</th>
<th>C</th>
<th>!A</th>
<th>!B</th>
<th>!C</th>
<th>Result1 (T)</th>
<th>Result2 (F)</th>
</tr>
</thead>
<tbody>
<tr>
<td>TC3</td>
<td>√</td>
<td>•</td>
<td>√</td>
<td>•</td>
<td>•</td>
<td>D</td>
<td>√</td>
<td>D</td>
</tr>
<tr>
<td>TC4</td>
<td>√</td>
<td>D</td>
<td>√</td>
<td>(D)</td>
<td>(D)</td>
<td>(D)</td>
<td>√</td>
<td>(D)</td>
</tr>
</tbody>
</table>

In the above example in the table we noticed that in comparison to test cases T1 and T2, the dissimilarity matrix is given as the symbol \(D\) i.e., there is no existing similarities in the columns of 4 and 7. So there are 2 (two) dissimilarity in the test cases. Similarly, in comparison with test cases T3 and T4 the dissimilarity matrix is given as \(D\) i.e., there is no existing similarities in the columns of 4, 7, 8 and 9. Therefore, there are 4 (four) no. of dissimilarity. A Boolean expression which has minimum number of 4 (four) dissimilarity matrix between the test case pairs will be considered as MC/DC adequate. The more the number of dissimilarity between the test cases then more suitable for MC/DC.
3. Related Works

A good number of research work have been on the size of reducing the test-suites. But very few work / no work have been done for test-suite minimization using UML design and MC/DC criterion.

Jones et al., [11] presented an algorithm for test-suite minimization and prioritization by using MC/DC criterion. They proposed an algorithm to reduce the size of the test-suite and to prioritize the test cases. The empirical studies have shown that the size of the test-suite has been reduced significantly. The proposed test-suite minimization algorithm, utilizes an extra approach to recomputed the contribution of test cases after each test case is selected and uses a break down approach that removes the weakest test cases from the test-suite.

Blue et al., [13] proposed an approach Interaction-based test-suite minimization (ITSM) as a complementary approach to standard combinatorial test design. They have considered two real life case studies where standard combinatorial test design was applicable and ITSM was used successfully. They also discussed different approaches to solve ITSM problem. Finally, they analysed the experimental results.

Harrold et al., [14] have presented a technique which manages the test-suite by identifying the redundant test cases. They conducted three separate experiments of varying sizes to determine the possible minimization of the test-suite size making using their techniques. Wong et al., [15] performed a study on the effect of test set minimization on fault detection effectiveness by using the tool ATACMIN [16].

Almeida et al., [17] presented an approach to generate test cases automatically using MC/DC criteria from requirements represented in XML. They also converted the XML format to a graph to represent system model and transitions by using its states. They developed a Java prototype to implement their approach. After the system graph they processed the condition of each requirement to generate the test cases.

Godboley et al., [12] proposed an automated procedure for the generation of test-suite which helps in achieving and increase in MC/DC coverage of a program. By using code transformation technique they identify the predicates and the empty if-else statements based on exclusive nor (X-NOR) operations. They use a tool CREST TOOL to generate the test suite. But they did not address for a group of programs or for integrated programs.

4. Test-suite Minimization Example

Let us consider the Boolean expression ((A&&B)¦¦(C&&D)). The possible test cases with MC/DC pairs are given in Table 3. For calculating the MC/DC table the reader may follow [1].

<table>
<thead>
<tr>
<th>Test Case ID</th>
<th>A</th>
<th>B</th>
<th>C</th>
<th>D</th>
<th>Z</th>
<th>A</th>
<th>B</th>
<th>C</th>
<th>D</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>F</td>
<td>F</td>
<td>F</td>
<td>F</td>
<td>F</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>2</td>
<td>F</td>
<td>F</td>
<td>F</td>
<td>T</td>
<td>F</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>3</td>
<td>F</td>
<td>F</td>
<td>T</td>
<td>F</td>
<td>F</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>4</td>
<td>F</td>
<td>T</td>
<td>T</td>
<td>T</td>
<td>T</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>5</td>
<td>F</td>
<td>T</td>
<td>F</td>
<td>F</td>
<td>F</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>6</td>
<td>F</td>
<td>T</td>
<td>F</td>
<td>T</td>
<td>F</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>7</td>
<td>F</td>
<td>T</td>
<td>T</td>
<td>F</td>
<td>F</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>8</td>
<td>F</td>
<td>T</td>
<td>T</td>
<td>T</td>
<td>F</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>9</td>
<td>T</td>
<td>F</td>
<td>F</td>
<td>F</td>
<td>F</td>
<td></td>
<td></td>
<td></td>
<td>13</td>
</tr>
<tr>
<td>10</td>
<td>T</td>
<td>F</td>
<td>F</td>
<td>T</td>
<td>F</td>
<td></td>
<td></td>
<td></td>
<td>12</td>
</tr>
</tbody>
</table>
The independence of condition B, the test cases are 9+11+13+15. The independence of condition C, the test cases are 2+4+10+12. The independence of condition D, the test cases are 3+4+7+8+11+12. The resulting test cases are 2,3,4,7,8,9,10,11,12,13,15 i.e., FFTT, FFFT, FFTT, FTTT, FTFF, TFFT, TFFT, TFFT, TTFT, TTTF, and TTTT.

Table 4 represents the dissimilar matrix of the expression ((A&B) ||(C&D)). The same is implemented in Java. Table 5 shows the number of dissimilarity between all pairs of the test cases i.e., the first row is given as between T1 to (T1, T2, T3,......,T16). Similarly the second row as T2 to (T1, T2, T3,......,T16) and so on. Then we calculated the sum of 4 (four) in each column and presented in the last row of the table.

**Table 4. Dissimilarity Matrix of the Boolean Expression ((A&B) ||(C&D))**

<table>
<thead>
<tr>
<th>Test Case#</th>
<th>A</th>
<th>B</th>
<th>C</th>
<th>D</th>
<th>!A</th>
<th>!B</th>
<th>!C</th>
<th>!D</th>
<th>Result1</th>
<th>Result2</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>TRUE</td>
<td>FALSE</td>
</tr>
<tr>
<td>2</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>3</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>TRUE</td>
<td></td>
</tr>
<tr>
<td>4</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>TRUE</td>
</tr>
<tr>
<td>5</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>TRUE</td>
<td></td>
</tr>
<tr>
<td>6</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>TRUE</td>
<td></td>
</tr>
<tr>
<td>7</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>TRUE</td>
<td></td>
</tr>
<tr>
<td>8</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>TRUE</td>
<td></td>
</tr>
<tr>
<td>9</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>TRUE</td>
</tr>
<tr>
<td>10</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>TRUE</td>
</tr>
<tr>
<td>11</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>TRUE</td>
</tr>
<tr>
<td>12</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>TRUE</td>
</tr>
<tr>
<td>13</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>TRUE</td>
</tr>
<tr>
<td>14</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>TRUE</td>
</tr>
<tr>
<td>15</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>TRUE</td>
</tr>
<tr>
<td>16</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>TRUE</td>
</tr>
</tbody>
</table>

**Table 5. Dissimilarity Matrix of ((A&B) || (C&D)) with other Test Cases**

<table>
<thead>
<tr>
<th>Test Case#</th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
<th>6</th>
<th>7</th>
<th>8</th>
<th>9</th>
<th>10</th>
<th>11</th>
<th>12</th>
<th>13</th>
<th>14</th>
<th>15</th>
<th>16</th>
<th>Σ</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>0</td>
<td>2</td>
<td>2</td>
<td>2</td>
<td>4</td>
<td>4</td>
<td>4</td>
<td>8</td>
<td>2</td>
<td>4</td>
<td>4</td>
<td>8</td>
<td>6</td>
<td>8</td>
<td>8</td>
<td>10</td>
<td>4</td>
</tr>
<tr>
<td>2</td>
<td>2</td>
<td>0</td>
<td>4</td>
<td>4</td>
<td>4</td>
<td>2</td>
<td>6</td>
<td>6</td>
<td>4</td>
<td>2</td>
<td>6</td>
<td>6</td>
<td>8</td>
<td>6</td>
<td>10</td>
<td>8</td>
<td>4</td>
</tr>
<tr>
<td>3</td>
<td>2</td>
<td>4</td>
<td>0</td>
<td>4</td>
<td>4</td>
<td>6</td>
<td>2</td>
<td>6</td>
<td>4</td>
<td>6</td>
<td>2</td>
<td>6</td>
<td>8</td>
<td>10</td>
<td>6</td>
<td>8</td>
<td>4</td>
</tr>
<tr>
<td>4</td>
<td>6</td>
<td>4</td>
<td>4</td>
<td>0</td>
<td>6</td>
<td>6</td>
<td>6</td>
<td>2</td>
<td>8</td>
<td>6</td>
<td>6</td>
<td>2</td>
<td>8</td>
<td>6</td>
<td>6</td>
<td>4</td>
<td>3</td>
</tr>
<tr>
<td>5</td>
<td>2</td>
<td>4</td>
<td>4</td>
<td>6</td>
<td>0</td>
<td>2</td>
<td>2</td>
<td>6</td>
<td>4</td>
<td>6</td>
<td>6</td>
<td>10</td>
<td>4</td>
<td>6</td>
<td>6</td>
<td>8</td>
<td>4</td>
</tr>
<tr>
<td>6</td>
<td>4</td>
<td>2</td>
<td>6</td>
<td>6</td>
<td>2</td>
<td>0</td>
<td>4</td>
<td>4</td>
<td>6</td>
<td>4</td>
<td>8</td>
<td>8</td>
<td>6</td>
<td>4</td>
<td>8</td>
<td>6</td>
<td>5</td>
</tr>
<tr>
<td>7</td>
<td>4</td>
<td>6</td>
<td>2</td>
<td>6</td>
<td>2</td>
<td>4</td>
<td>0</td>
<td>4</td>
<td>6</td>
<td>8</td>
<td>4</td>
<td>8</td>
<td>6</td>
<td>8</td>
<td>4</td>
<td>6</td>
<td>6</td>
</tr>
<tr>
<td>8</td>
<td>8</td>
<td>6</td>
<td>6</td>
<td>2</td>
<td>6</td>
<td>4</td>
<td>4</td>
<td>0</td>
<td>10</td>
<td>8</td>
<td>8</td>
<td>4</td>
<td>6</td>
<td>4</td>
<td>4</td>
<td>2</td>
<td>5</td>
</tr>
<tr>
<td>9</td>
<td>2</td>
<td>4</td>
<td>4</td>
<td>8</td>
<td>4</td>
<td>6</td>
<td>6</td>
<td>10</td>
<td>0</td>
<td>2</td>
<td>6</td>
<td>4</td>
<td>6</td>
<td>6</td>
<td>8</td>
<td>4</td>
<td>4</td>
</tr>
<tr>
<td>10</td>
<td>4</td>
<td>2</td>
<td>6</td>
<td>6</td>
<td>6</td>
<td>4</td>
<td>8</td>
<td>8</td>
<td>2</td>
<td>0</td>
<td>4</td>
<td>4</td>
<td>6</td>
<td>4</td>
<td>8</td>
<td>6</td>
<td>6</td>
</tr>
<tr>
<td>11</td>
<td>4</td>
<td>6</td>
<td>2</td>
<td>6</td>
<td>6</td>
<td>4</td>
<td>8</td>
<td>2</td>
<td>4</td>
<td>0</td>
<td>4</td>
<td>4</td>
<td>8</td>
<td>4</td>
<td>8</td>
<td>6</td>
<td>6</td>
</tr>
<tr>
<td>12</td>
<td>8</td>
<td>6</td>
<td>6</td>
<td>2</td>
<td>10</td>
<td>8</td>
<td>8</td>
<td>4</td>
<td>6</td>
<td>4</td>
<td>4</td>
<td>0</td>
<td>6</td>
<td>4</td>
<td>4</td>
<td>2</td>
<td>5</td>
</tr>
<tr>
<td>13</td>
<td>6</td>
<td>8</td>
<td>8</td>
<td>8</td>
<td>4</td>
<td>6</td>
<td>6</td>
<td>6</td>
<td>4</td>
<td>6</td>
<td>4</td>
<td>6</td>
<td>0</td>
<td>2</td>
<td>2</td>
<td>4</td>
<td>3</td>
</tr>
<tr>
<td>14</td>
<td>8</td>
<td>6</td>
<td>10</td>
<td>6</td>
<td>6</td>
<td>4</td>
<td>8</td>
<td>4</td>
<td>6</td>
<td>4</td>
<td>8</td>
<td>4</td>
<td>2</td>
<td>0</td>
<td>4</td>
<td>2</td>
<td>5</td>
</tr>
</tbody>
</table>
Here we consider the test cases where the sum of the dissimilarities between the test case pairs equal to 4. Hence, we calculated the total number of 4's in the dissimilarity matrix in both row and column wise. Based on the dissimilarity matrix the final minimized test cases selected for the test-suite are obtained as follows

\[ \text{TS}_{\text{min}} = \{T1,T2,T3,T5,T6,T7,T8,T9,T10,T11,T12,T14,T15\} \]

\[ \text{TS}_{\text{original}} = \{T1,T2,T3,T4,T5,T6,T7,T8,T9,T10,T11,T12,T13,T14,T15\} \]

5. Proposed Methodology

We propose an approach to generate test cases using UML activity diagram, in which a large number of decisions, conditions and predicates are available, which are required for creating the dissimilarity matrix.

5.1. Proposed Framework: MCDCTSM

We propose a framework named MCDCTSM (MC/DC Test-Suite Minimization) whose system model is given in Figure 1. Below, we discuss the important components of our framework.

5.2. Create UML Diagram and Identifying the Predicates:

- First, we construct the UML activity diagram designed for the system under consideration.
- After the construction, we generate the XMI (XML Meta Interface) code considering to this activity diagram.
- Then, we write a Java program to which the XMI code is passed and it will identify the number of predicates as well as the predicates and stores it in another (.txt or .doc) document or text file. The predicate identifier will identify the predicates by using Algorithm 1.
- Finally, the dissimilarity matrix minimizer is a Java program which will take the input of a .txt file in which the number of predicates and predicates are stored and processed to find the Minimized MC/DC test-suite by using Algorithm 2. The original and minimised test-suites are given in Figure 5. As in this heading, they should.

6. Case Study and its Implementation

For the generation of test cases, we have used ATM withdrawal system as the case study using some graphical method [18, 19]. We have also used some other
case studies like book issue use case of library information system, on line shopping system, coffee vending machine, user login screen and air ticket reservation system [18]. The case studies are prepared by using different models of UML. Mainly the activity, sequence, state chart and interaction overview diagrams are considered for design of case studies. The snapshots of the activity diagram and its corresponding XMI file for the ATM withdraw system are presented in Figures 2 and 3 respectively. The XMI file is passed to a predicate analyser written in Java and captured the no of predicates written into a data file. The data file is again passed to the dissimilarity matrix minimiser and the minimised MC/DC test-suite is generated.

Algorithm 1 Test-suite Minimizer
Input : UML Diagram(X)  
Output: Minimized MC/DC Test-suite-list
1.  No_of_predicate ← 0
2.  X ← Activity Diagram prepared in RSA Tool for the system under test
3.  XMI_Code [ ] ← ∅
4.  List_Predicate [ ] ← ∅
5.  XMI_Code [ ] ← gen_of_XMI(X)
6.  For each statement $S \in XMI_Code$
7.    If( && or || or ! in $S$)
8.      strcat(List_Predicate,$S$)
9.  No_of_predicate ← No_of_predicate + 1
10.  EndIf
11.  EndFor
12.  Minimized_MC_DC_test-suite-list ← DMM(No_of_predicate)
13.  Exit

Algorithm 2 DMM
Input : No_of_predicate  
Output: Minimised MC/DC Test-suite-list
1.  $A[i] \leftarrow$ Initialize values of $n$ predicates to the array
2.  $TSL[ ] \leftarrow ∅$
3.  $n \leftarrow$ No_of_predicate
4.  for  $i \leftarrow 0$ to $2^n$
5.    $n_2 \leftarrow 0$
6.  for  $j \leftarrow 0$ to $2^n$
7.    $de \leftarrow 0$
8.  for  $k \leftarrow 0$ to $2n+2$
9.    If( $A_k \neq A_k$ )
10.   $de \leftarrow de+1$
11.  End if
12.  End for
13.  If( $de==4$)
14.    $n_2 \leftarrow n_2 + 1$
15.  End if
16.  End for
17.  $A_{2n} \leftarrow n_2$
18.  $j \leftarrow 0$
19.  for  $i \leftarrow 0$ to $2^n$
20.    If( $A_{2n} = 4$ )
21.      $TSL[i++ ] \leftarrow A_{2n}$
22.  EndIf
23.  EndFor
24.  End for
25.  Minimized_MC_DC_test_suite_list ← TSL
26.  Exit
Algorithm 2 is a function call from Algorithm 1 which initializes the values of the predicates in the array A and initializes test-suite list (TSL) to NULL. By the concept used in Section 2.2 it will calculate the minimized test-suite list.

Figure 2. Activity Diagram of ATM Withdrawal System

Figure 3. Snapshot of the Generated XMI Code of Activity Diagram given in Figure 2

7. Empirical Results

In this section, we present the results obtained after the empirical study done to search the effectiveness of our model-based test-suite minimization technique. In our approach, we consider a case study of ATM system as the case study. The detailed is presented in section 5. We also implement it in other four different case studies. The snap shot of the predicate analyser is given in Figure 4. From the dissimilarity matrix, the original and minimized test-suites are prepared. Table 6 shows the original test-suite (TS$_{original}$) and minimized test-suites (TS$_{min}$) for each case study. Figure 6 represents a graphical correlation between original test-suite vs minimized test-suite.
Figure 4. Snapshot showing the number of total predicates identified in the XMI

Figure 5. Snapshot showing the original test-suite and the minimized test-suite

Table 6. Test-suite minimization results for five real life problems

<table>
<thead>
<tr>
<th>Sl. No.</th>
<th>Name of the case study</th>
<th>Number of test cases in the original test suite</th>
<th>Number of test cases in the minimized test suite</th>
<th>% of Reduction</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>ATM Withdrawal System (ATMWS)</td>
<td>25</td>
<td>19</td>
<td>82.0</td>
</tr>
<tr>
<td>2</td>
<td>Book Issue of Library Information System</td>
<td>63</td>
<td>51</td>
<td>80.5</td>
</tr>
</tbody>
</table>
For In this Section, we compare our work with some existing work using UML models. Model based test case minimization has been discussed  with a large scope in the literature [13]. But, to the best of our knowledge no work/ very few works have been reported till date using MC/DC coverage and UML models for the minimization of the test-suites. 

Jones et al., [11] presented an algorithm for test-suite reduction and prioritization by using MC/DC criterion. The empirical studies have shown that the size of the test-suite has been reduced significantly. The proposed test-suite minimization algorithm, utilizes an extra approach to re-compute the contribution of test cases after each test case is selected and uses a break down approach that removes the weakest test cases from the test-suite. They have not used any UML diagrams for the minimization. In comparison to their work, we generate the test cases in the earlier stages of the design process. So that the flaws can be identified and eradicated in early stage. Though we uses MC/DC coverage for minimization, a small change in the predicates may affect the results which helps us to discover more flaws in the beginning phase.

Blue et al., [13] proposed an approach Interaction-based test-suite minimization (ITSM) as a complementary approach to standard combinatorial test design. They have considered two real life case studies where standard combinatorial test design was applicable and ITSM was used successfully. They also discussed different approaches to solve ITSM problem. In comparison to this approach we presented a model and then tried to minimize the test-suite. Our approach is fully automated where they [13] proposed a semi automatic approach.

Our approach is also comparable to the approach of [17] in which the authors generated the test cases based on MC/DC criteria from XML. For the generation of test
cases, they represent system model and transitions by using its states. In our approach we use UML models. In our approach interaction faults will be identified from the design model.

9. Conclusion and Future Work

MC/DC is a high-level coverage criterion based on control flow analysis. Though there are plenty test-suite minimization issues addressed in the literature, most of them consider the statement and branch coverage criterion. We proposed a framework named MCDCTSM for test-suite minimization by using dissimilarity matrix. We discussed the details of our approach along with a case study. In our approach we considered the MC/DC coverage criterion and noticed that the test-suite size has significantly minimized. We have considered five different case studies and applied our proposed algorithms and noticed the improvement in minimization of test-suite. The main threats of validity our proposed approach is that, it is only confined to the activity, sequence, interaction overview and state chart diagram of UML models. The advantage of this approach is to achieve a tremendous increase in MC/DC coverage in model-based testing. It encouraged us to have further investigation on measuring the fault detection in comparison to other proposed algorithms and to prioritize the test-suite using MC/DC. Our future work also includes minimizing the test-suite by using Karnaugh Map.
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