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Abstract

Techniques and models for mitigating risk in software development projects classified into three categories--namely, qualitative, quantitative, and intelligent approaches. This paper is to review the quantitative and intelligent risk models in software risk management for software development projects. Indeed, this area needs more effort from scholars and researchers in quantitative and intelligent risk models to mitigate risks. As future work, we will use these hybrid models of quantitative and intelligent for mitigating software risks in cloud computing such as neural network, genetic algorithm and others artificial intelligence techniques.
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1. Introduction

Although there are many methods in software risk management, software development projects have a high rate of risk failure. Much of the failure could be avoided by managers pro-actively maintenance and dealing with risk factors rather than waiting for problems to occur and then trying to react. Due to the involvement of risk management in monitoring the success of a software project, analyzing potential risks, and making decisions about what to do about potential risks, the risk management is considered the planned control of risk. Integrating formal risk management with project management is a new phenomenon in software engineering and product management community. In addition, risk is an uncertainty that can have a negative or positive effect on meeting project objectives. Han and Huang (2007) \cite{[1]} reported that the likelihood of occurrence risk is vary and its level of impact on the project budget, schedule, and other variables. In the process of understanding the factors that contribute to software project success, risk is becoming increasingly important. This is a result of the size, complexity and strategic importance of many of the information systems currently being developed. Risk management methodology that had five phases includes risk identification, risk analysis and evaluation, risk treatment, risk controlling, risk communication and documentation relied on three categories such as risk qualitative analysis, risk quantitative analysis and risk mining analysis throughout the life of a software project to meet the goals \cite{[2]}. Today, we must think of risk is a part of software project process and is important for a software project survival. Risk management is a practice of controlling risk and practice consists of processes, methods, and tools for managing risks in a software project before they become problems \cite{[3]}. A software project provides a solution to a functioning software-based information system such as enterprise resource planning system.
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software package, reports, tools analysis, reengineering software, and website design [4]. Islam (2009) reported that software project is usually faced with an unexpected problem that is difficult to estimate issues within the software development process. He classified the issues into technical and non-technical during the development of software project. Every software project has challenges which need to be alleviated to make it a successful completion [5]. Besides, the success of software project is increasingly important to the survival of businesses. Islam (2009) also contributed to a risk management project model to reduce risk in requirement stage. A key success for software project factors in software organizations is the software process improvement. Therefore, it is clear that without a good process, a software organization will fail to produce high quality software, mitigating risks and possibly fail to reach its objectives. Such problems in the software process model are missing in the target set for software process and improvement, low involvement of quality control activities, and the absence of standard business expertise practice [7]. Therefore, it is important to identify those Critical Success Factors (CSFs) that increase probability of project success. Surely, we need to focus on software project risk management practice and modelling in order to estimate software project risks. The objective of this study is: To review the quantitative and intelligent risk models for constructing software development projects.

2. Failure of Software Projects

Billions of dollars are spent on software projects developments due to their importance to companies, departments, and managers as reported by (Gorla and Lin, 2010). Software development projects are complex to mitigate risks and too many of them end in failure. For example it is reported that United States had spent approximately $250 billion on software development projects in 1995 [9]. In addition, the 2004 report had shown more statistics about the outcome of software project (third quarter research report, 2004): Successful projects include 29%, canceled projects that cost $55 billion annually, this is followed by challenged projects(53%) and failed projects (18%). According to Dominguez (2009) [11], the report as in Table 1 it is indicated that software projects now have a 32% success rate compared to 35% from the previous study in 2006 and 16% in the 1994 study. Furthermore, the Standish Group estimates that in 1995 American companies and government agencies spent $81 billion for cancelled software projects [12]. According to Costa et. al., (2005), any software projects are developed by small companies, the development organization may not survive a combination of project failures. Finally, Savolainen et al, (2012) reported that about 2100 sites (www) described more than 5000 reasons that software projects might fail, ranging from the poor use of technology. In addition, due to the massive resistance of end-users, billions of dollars have been wasted on failed projects, and a lot of very expensive projects had to be shelved after a short period of time [13].

Table 1. Standish CHAOS Report on Software Project Failure Updated for 2009 Year [14]

<table>
<thead>
<tr>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>Successful</td>
<td>32%</td>
<td>35%</td>
<td>29%</td>
<td>34%</td>
<td>28%</td>
<td>26%</td>
<td>27%</td>
</tr>
<tr>
<td>Challenged</td>
<td>44%</td>
<td>19%</td>
<td>53%</td>
<td>15%</td>
<td>23%</td>
<td>28%</td>
<td>40%</td>
</tr>
<tr>
<td>Failed</td>
<td>24%</td>
<td>46%</td>
<td>18%</td>
<td>51%</td>
<td>49%</td>
<td>46%</td>
<td>33%</td>
</tr>
</tbody>
</table>
3. Principle of Risk Management

3.1. Concept of Risk

Historically, risk is defined as the probability that the real variables and the results may be different from those originally measured resulting in either positive or the negative impact [15]. Risk of failure is defined as the possibility of suffering due to harm, loss, or exposure in the life cycle of a software project [16]. Risk can be defined as imperfect knowledge where each action leads to a set of possible outcomes each with an unknown probability [17].

3.2. Risk Management

Risk management is well recognized as an important means of mitigating software failure [18]. Furthermore, risk management as any activity which is intended to help software project managers to recognize and manage the risk of cost overruns in software [19]. Risk management helps project manager and team to make better decisions, communication and to mitigate risk in project [20].

3.3. Concepts of Risk Management

Risk management is not a discrete single activity but a dynamic process, that is continuously more refined through its repetition throughout a software project's life cycle [21]. Therefore, risk management is to identify risky situations and develop strategies to mitigate the likelihood of occurrence and the negative effect of risky events [22]. Risk management is a practice of risk controlling and it consists of processes, methods, and tools for managing risks in a software project before they become problems [3]. A risk management process provides a strategic orientation for organizations of all sizes in all geographical areas with a formal process to identify measure and manage risk [17]. However detailed description is given by Dash and Dash [23], where risk management focuses on assessment of the likelihood of risk occurring, risk event drivers, risk events, the likelihood of impact and the impact drivers before the risk actually takes place. Finally, many authors defined risk management, but complex practice to measure the likelihood of impact of software risks and determine appropriate risk management techniques, especially in software development projects [24].

3.4. Elements of Risk Management

There are many approaches available for risk management [25] and the main risk management process includes scanning, verifying, risk planning, and risk education [26]. According to Holzmann and Spiegler (2010) risk management method starts with risk identification and classification of potential risk elements [27]. Clearly, there are two approaches in project risk management namely the evaluation method which focuses on the risk management project and analysis processes which aim to identify software risks [28]. Bakker et. al., (2010) combined between two approaches to a software risk management.

3.5. Significance of Software Project Risk Management

The purpose of software risk management is to analyze the possibility of risks before they occur, and to identify the risk mitigating strategic that may be planned and used as needed during the software development lifecycle to mitigate software risks [29]. Today, software risk management has become a common principle and practice amongst leading software companies [30]. In the increasing effort to improve software development processes and software quality, recent studies have pointed out to an area of software project risk [31]. However, many of the software projects are risky and are often
considered runaway, because they do not meet the expectations of budgets and schedules. Therefore, an effective software risk management is extremely important to mitigate risks [32]. Indeed, risk management for software projects is now a common practice, so software managers should choose a proactive approach and technique to managing software risks in software projects [33]. In addition, risk management of software projects is highly relevant to the social and cultural context of the development activities. Thus, it is important to use software risk management to mitigate software project failure as reported by [18]. In a previous study, Oracle Corporation has proposed risk management solutions generally to enable a standardized approach for identifying, assessing and mitigating risks in enterprise project portfolios so as to reduce risks [34]. Therefore, risk management can be integrated with enterprise project portfolio management and scheduling solutions, thus providing input and visibility of risk to the entire project team. As a result, the risk management process helps to ensure that mission-critical projects come in on time and within budget.

3.6. Risk Management in Software Project

Software risk management helps to analyze and address other risks with software development lifecycle to achieve success software project [35]. According to Arnuphaptrairong (2011) [36], risk management is a difficult activity where software managers need to identify and mitigate uncertain risks of the software development lifecycle. Many software projects have a very high failure rate in spite of much effort has been put for its succession [37]. Software risk management is a software engineering practice that includes processes, methods, and tools for mitigating risks in a project (Rout, Parida, & Mishra, 2013).

3.7. Element of Risk Management in Software Project

Despite much research and progress in the area of software project management, software development projects still fail to deliver acceptable systems on time and within budget [39]. Thus, if the complexity and the size of the software projects are increased, managing software development risk becomes more difficult [40]. In addition, the optimization method was tested with various software project risk prediction models that have been developed [41]. There are several software risk management approaches, models, and framework according to a literature review, so these models and approaches are listed in this section. With this methodology software managers have a sixth sense who for economy feel there is something wrong with the software risk management approach might returned to knowledge, self-judgment according to their experiences [29]. Fakhar et al., (2013) proposed the risk management system based on three risk management steps i.e., risk identification, risk reduction and risk control [42]. Furthermore, risk management approach practice need to be increased with extra analysis to identify, analyze and assess structural risks to mitigate software risks and the delivery of software project quality [31].

In addition, the principles were proposed to manage software project risks by using risk management approach that is proactive, integrated, systematic, and disciplined [25]. In addition, Boehm (1991) reported that software risk management involves two main such as risk assessment phase such as risk identification, risk analysis, and risk prioritization; risk control phase as risk planning, risk resolution, and risk monitoring [45]. Finally, these approaches and methods reviewed above do not focus on modelling software risks based on quantitative and mining techniques for predicting the reliability of a software project. Furthermore, there is no integration between the software development life cycle and the real software risk management phases based on techniques to manage software risks. Therefore, previous studies for approach in software risk management limited phases and techniques, thus do not create relation between
software risk factors in software development lifecycle and risk management techniques to mitigate risks. However, none of them uses modelling approach to mitigate failure risk in software development. This study attempted to review the modelling software risk management for successful software project. Furthermore, they proposed the elements for software risk management that has five phases such as risk planning, risk identification, risk prioritization, risk analysis, risk evaluation, risk treatment, risk controlling, and risk communication and documentation [2].

4. Quantitative Risk Models

The chi-square ($\chi^2$) test was used to control the risks in a software project [46]. However, The new techniques which were used to manage the risks in a software project and reducing risk with software process improvement by the regression test and effect size test [47]. Besides, we improved quality of software projects of the participating companies while estimating the quality–affecting risks in IT software projects. The results show that there were 40 common risks in software projects of IT companies in Palestine. The amount of technical and non-technical difficulties was very large [48]. Furthermore, stepwise regression technique was used to manage the risks in a software project. These tests were performed using regression analysis to compare the controls to each of the risk factors to determine if they are effective in mitigating the occurrence of each risk factor implementation phase [49]. Padayachee (2002) reported as a typical risk management is the identification of risk, usually involving checklists, questionnaires or brainstorming sessions. In addition, fuzzy approach was developed with an effective algorithm to improve the quality and effectiveness of decision-making. The proposed approach demonstrated using a real case involving an Iranian construction corporation and the method could distinguish successfully [50]. The linear stepwise discriminant analysis model was introduced to predict software risks in software analysis development process. These methods were used to measure and predict risks by using control techniques [51]. It was reported that Carr and Tah (2001) proposed a methodology in software development that covers both process and information system models that based on the software risk management framework. Islam (2009) also was proposed a Goal-driven Software Development Risk Management Model (GSRM) that supports the identification, assessment, treatment, and documentation of risks in relation to software project-specific goals. Furthermore [52], proposed an method to measure the possibility distribution of harms and earnings that can be incurred by a software development organizations. Besides, framework modeling of the process evolution, it contains techniques to identify process risks and to derive from them suggestions for software process improvement [53]. The new software risk management framework was design to determine the risk performance measure from the quantitative survey and applying a risk management strategy [54]. Carr and Tah (2001) reported that provided a systematic approach to software risk management involves as the identification of risk sources; the quantification of their effects; the development of responses to these risks; and the control of residual risks in the software project estimates. A quantitative method determines probability of occurrence and its consequences software risk. In order to give the techniques a failure rating, we usually get the data from historical data or expert opinion. However, it aimed to introduce the linear stepwise discriminant analysis model to predict software risks in software analysis development process [51]. Furthermore, the discriminant analysis (DA) techniques were proposed to classify and manage risks in software planning development process. Also, these techniques are used to test the controls to each of risks to determine and classify if they are effective in mitigating the occurrence of each risk planning factor [55]. According to [56], presented a risk management supporting tool, detailing its functionality and the user interface appearance as well as giving some design and implementation details. The tool provides in particular do automatic the risk identification from interactively answered on-line checklists and the
qualitative risk evaluation. The risk assessment model, methods and techniques are widely used to control risk in a software development [23].

However, these tests are performed using stepwise regression analysis and Durbin–Watson statistic to compare the risk management techniques to each of the software maintenance risk factors to identify if they are effective in reducing the occurrence of each software maintenance risk factor and selecting the best model [57]. Furthermore, we identified risk factors and risk management techniques that are guide software project managers to understand and mitigate risks in software development projects [58]. Moreover, we propose artifact model of the software risk management for mitigating risks. Thus, it has the five levels to mitigate risks through software project [59]. The study presented the factor analysis technique to classify and identify the risk management techniques (controls) in the software development project for mitigating risks [60]. This study aimed to test the level of prediction between two model scenarios namely- stepwise and fuzzy multiple regression analysis by using MMRE and Pred (l) [61]. Furthermore, it aimed to predict the risks in software development projects by applying multiple logistic regression. The logistic regression was used as a tool to control the software development process [62].

5. Intelligent Risk Models

There are many risk analysis techniques currently in use to evaluate and estimate software risks but it is very important to choose appropriate model to reduce software risks [63]. In the Concurrent Simultaneous Engineering Resource View (ConSERV) was developed for an intelligent knowledge based on project management techniques and can be also used as risk management system [64]. In addition, the new mining technique that was used to manage risks in a software project by the fuzzy multiple regression analysis technique. However, these mining tests were performed using fuzzy multiple regression analysis techniques to compare the risk management techniques to each of the software risk factors to determine if they are effective in mitigating the occurrence of each software risk factor [65]. This paper was aimed to present the new techniques to determine if fuzzy and stepwise regression are effective in mitigating the occurrence software risk factor in the implementation phase [66]. Method associated was described with a special fuzzy operator, namely a two-additive Choquet integral that allows modeling different effects of importance and interactions among software risks [67]. The potential of the proposed methodology is exposed through an empirical case study conducted in a Turkish software company. Dhlamini et. al. (2009) demonstrated the need for risk management tools in software project since the complexity of risk management increases with the complexity of the developed system. They proposed two frameworks for the development of intelligent risk management tools; neural networks and intelligent agent based. Consequently, an approach to modeling software risk factors and simulating their effects as a means of supporting certain software development risk management activities were described. This simulator is a device designed specifically for the risk management activities of assessment, mitigation, contingency planning, and intervention [68]. Büyüközkan and Ruan (2010) present incorporated multi-criteria to estimate the methodology for software managers to mitigate software risks. The method relied on a special fuzzy operator, namely a two-additive Choquet integral that enables modeling various effects of importance and interactions among software risks. Also, the development of a fuzzy decision support system (FDSS) for risk assessment in e-commerce (EC) development and a risk analysis model for EC development using a fuzzy set approach was proposed and incorporated into the FDSS [63]. Additionally, to assist the project manager in risk management, they had developed an application which will identify the risks involved during software development and predict the success or failure of the project using Artificial Neural Networks [69].
However, the fuzzy multiple regression analysis modelling techniques were used to identify the risk management techniques that are effective in reducing the occurrence of each software implementation risks [70]. Furthermore, the new mining technique uses the fuzzy multiple regression analysis techniques with fuzzy concepts to manage the software risks in a software project and mitigating risk with software process improvement [71]. In addition, we propose a new technique by which we can study the impact of different control factors and different risk factors on software projects risk. The observation from the literature is summarized that most articles talking about methodology without structure techniques that very important to manage risk in a software project. It also found rarely studies link among software development lifecycle phases, risk management methodology and three categories of techniques discussed. Through studying the literature review, most articles are focused traditional techniques to identify software risk, but we believe, software project managers must use and combine among techniques throughout the software project lifecycle according to software risk methodology practice. On the other hand, some articles in quantitative risk techniques focused on one phase like test, maintenance, code, cost or so on and ignored remain phases with new techniques to estimate risk and analysis risk; perhaps managers used more techniques to mitigate risks. Indeed, this area needs more effort from scholars and researcher in quantitative and intelligent risk models.

Previous studies had shown that risk mitigation in software projects classified into three categories—namely, qualitative, quantitative, and intelligent approaches. Firstly, quantitative risk is based on statistical methods that deal with accurate measurement about risk or leading to a quantitative inputs, that helped to form a regression model to understand how software project risk factors influence project success [72]. Furthermore, qualitative risk techniques lead to subjective opinions expressed or self-judgment by software manager using techniques namely scenario analysis, Delphi analysis, brainstorming session, and other subjective approach to mitigate risks. Lastly, intelligent approach is a new way of identifying risk from data that create relationships between data and find the optimum result from them. This includes techniques such as simulation analysis, fuzzy logic models, fuzzy multiple regression analysis, neural network models, genetic algorithm, and heuristic algorithm. However, the prediction techniques as stepwise multiple regression analysis and fuzzy multiple regression analysis used to mitigate and model between software risks in software development lifecycle and risk management techniques in risk management approach. In addition, there is no software clearly to compute the fuzzy regression analysis and combine between linear and nonlinear technique [73]. Unfortunately, there is no software included mining and statistical techniques to mitigate risks in a software project [73]. Besides, we can use other techniques to manage and mitigate software project risks, such as neural network, genetic algorithm, Bayesian statistics, and other artificial intelligence techniques [74]. Finally, many authors defined risk management, but complex practice to measure the likelihood of impact of software risks and determine appropriate risk management techniques, especially in software development projects [24].

### Table 2: Analysis of the Quantitative and intelligent models for software risk management

<table>
<thead>
<tr>
<th>No.</th>
<th>Paper</th>
<th>Type model</th>
<th>Techniques</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Khanfar et. al., [46]</td>
<td>Quantitative</td>
<td>Chi square and Spearman Correlation</td>
</tr>
<tr>
<td>2</td>
<td>Elzamly and Hussin [47]</td>
<td>Quantitative</td>
<td>Regression (Simultaneous selection procedure)</td>
</tr>
<tr>
<td></td>
<td>Authors</td>
<td>Type</td>
<td>Techniques</td>
</tr>
<tr>
<td>---</td>
<td>--------------------------------</td>
<td>--------------</td>
<td>---------------------------------------------------------------------------</td>
</tr>
<tr>
<td>3</td>
<td>Elzamly and Hussin [49]</td>
<td>Quantitative</td>
<td>Stepwise Regression Analysis Techniques</td>
</tr>
<tr>
<td>4</td>
<td>Elzamly et al. [55], [75]</td>
<td>Quantitative</td>
<td>Discriminant Analysis Techniques</td>
</tr>
<tr>
<td>5</td>
<td>Elzamly and Hussin [58], [66], [73]</td>
<td>Quantitative and intelligent</td>
<td>Stepwise And Fuzzy Multiple Regression Analysis Techniques</td>
</tr>
<tr>
<td>6</td>
<td>N. V and K. Iyakutti [76]</td>
<td>Quantitative</td>
<td>Bayesian Statistics</td>
</tr>
<tr>
<td>7</td>
<td>Padayachee [54]</td>
<td>Quantitative</td>
<td>Approach</td>
</tr>
<tr>
<td>8</td>
<td>Carr and Tah [77]</td>
<td>Quantitative</td>
<td>Hierarchical Risk Breakdown Structure</td>
</tr>
<tr>
<td>9</td>
<td>Islam [78]</td>
<td>Quantitative</td>
<td>Systematic and straight-forward methods and techniques (Bayesian Belief Network)</td>
</tr>
<tr>
<td>11</td>
<td>Miler and Gorski [53]</td>
<td>Quantitative</td>
<td>Checklists and Group Effort</td>
</tr>
<tr>
<td>12</td>
<td>Miler and Gorski [56]</td>
<td>Quantitative</td>
<td>Risk Management Supporting Tool</td>
</tr>
<tr>
<td>13</td>
<td>Costa et al. [79]</td>
<td>Quantitative</td>
<td>RISICARE Tool</td>
</tr>
<tr>
<td>14</td>
<td>Elzamly and Hussin [59]</td>
<td>Quantitative</td>
<td>Approach</td>
</tr>
<tr>
<td>15</td>
<td>Elzamly and Hussin [60]</td>
<td>Quantitative</td>
<td>Factor Analysis Techniques</td>
</tr>
<tr>
<td>16</td>
<td>Ngai and Wat [63]</td>
<td>Intelligent</td>
<td>Fuzzy Set Approach</td>
</tr>
<tr>
<td>17</td>
<td>Conroy and Soltan [64]</td>
<td>Intelligent</td>
<td>Concurrent Simultaneous Engineering Resource View (ConSERV) as intelligent knowledge based</td>
</tr>
<tr>
<td>18</td>
<td>Büyüközkan and Ruan [67]</td>
<td>Intelligent</td>
<td>Special Fuzzy Operator</td>
</tr>
<tr>
<td>19</td>
<td>Dhlamini et al. [16]</td>
<td>Intelligent</td>
<td>Proposed Neural Network Approach and Intelligent Agents</td>
</tr>
<tr>
<td>20</td>
<td>Carr and Tah [80]</td>
<td>Intelligent</td>
<td>Fuzzy approach</td>
</tr>
<tr>
<td>21</td>
<td>Gandhi et al. [69]</td>
<td>Intelligent</td>
<td>Artificial Neural Networks</td>
</tr>
<tr>
<td>22</td>
<td>Christiansen et al. [62]</td>
<td>Quantitative</td>
<td>Multiple Logistic Regression</td>
</tr>
<tr>
<td>23</td>
<td>Jiang [81]</td>
<td>Intelligent</td>
<td>Artificial Neural Networks</td>
</tr>
</tbody>
</table>

### 6. Conclusions

Through studying the literature review, most articles are focused traditional techniques and models to identify software risk, but we believe, software project managers must use and combine among techniques throughout the software project lifecycle according to software risk methodology practice. On the other hand, some articles in quantitative or intelligent risk models focused on one phase like test, analysis, planning, design, maintenance, code, cost or so on and ignored remain phases with new techniques to estimate risk and analysis risk; perhaps software managers used more techniques to mitigate risks. Indeed, this area needs more effort from scholars and researchers in
quantitative and intelligent risk models. As future work, we can use more models useful to combine quantitative and intelligent risk models such as neural network, genetic algorithm and other artificial intelligence techniques to mitigate risks of cloud computing in banking organizations.
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