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Abstract

The main idea behind any hash function is to find a one to one correspondence between a key value and an index in the hash table where the key value can be placed. In closed hashing, it is very difficult to handle the situation of table overflow in a satisfactory manner. Key values are haphazardly placed and generally majority of the keys are placed far away from their hash location. Thus, the number of probes is greatly increased which degrades the overall performance. To resolve this problem another hashing method known as open hashing (separate chaining) is employed. But this type of hashing is still not efficient in case of searching because here all the elements that have the same hash function are inserted in a sequential order. Due to this, traversal of all the previously inserted elements is required when we are searching for the last element. So the overall complexity will be O (n). In this paper, we propose a hybrid chaining model which is a combination of Binary Search Tree and AVL Tree to achieve a complexity of O (log n).
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1. Introduction

Hashing is a searching technique where we have to search and insert the values in a Table which is called the hash Table. A function which transforms or maps a key into a Table index is called the hash function. If x is the key and m is the hash Table size and h is the hash function then h(x) is called the hash of m and is the index where the record with key x should be placed. For example h(x) = key mod 1000. The values produced by h should cover the entire set of indices in the Table. For example the function x mod 1000 can produce any integer between 0-999, depending upon the value of x. The implementation of hash Table is called hashing. Generally, mapping defined by hash function will be many to one mapping i.e., there will exist many pairs of distinct keys x and y, such that, their h(x) =h(y). In other words, two or more record keys are mapped to the same array index. This situation is called collision. There are so many existing approaches to deal with collisions such as Separate chaining method, Linear probing, Quadratic probing, double hashing or re hashing etc.

1.2 Properties of a Good hash Function

1. It avoids collisions. In practice unless we know something about the keys chosen we can’t guarantee that there will not be collision. However, in certain applications we have some specific knowledge about the keys that we can use to reduce the likelihood of collision.
2. A good hash function tends to spread keys evenly in the array. The hash values computed by the function are uniformly distributed. An equal number of keys should map into each array position.

3. A good hash function is easy to compute. It means that the running time of hash function is $O(1)$.

1.3 Avl Trees

An AVL tree is another balanced Binary Search Tree. Named after their inventors, Adelson-Velskii and Landis, they were the first dynamically balanced trees to be proposed. Like red-black trees, they are not perfectly balanced, but pairs of sub-trees differ in height by at most 1, maintaining an $O(\log n)$ search time. Addition and deletion operations also take $O(\log n)$ time.

An AVL tree is a binary search tree which has the following properties:

1. The sub-trees of every node differ in height by at most one.
2. Every sub-tree is an AVL tree.

A binary search tree is said to be a height balanced tree (BST) if all its nodes have a balance factor of 1, 0, and -1.

1.4 Binary Search Tree

A binary search tree is a binary tree that is either empty or in which every node contains a key and satisfies the conditions.

1. The key in the left child of a node (if it exists) is less than the key in its parent node.
2. The key in the right child of a node (if it exists) is greater than the key in its parent node.
3. The left and right sub-trees of the root are again binary search trees.

The first two properties describe the ordering relative to the key in the root node and the third property extends them to all the nodes in the tree. Hence, we can continue to use the recursive structure of the binary tree. Generally the movement is either from left sub tree or the right sub tree from the root. And that sub tree should always follow BST properties. This definition assumes that no duplicate keys are permitted.

One of the most important operations in data structure is searching. Here we have to follow one procedure to search a particular target key throughout a Binary Search Tree. To search for any target key, first we make a comparison with a key. If it is the same, then we are done. If it is not the same we have to move either to the left sub tree or right depending on the values of the search keys. We have to repeat this process for the entire sub tree until we find the keys.

For example, if we want to search the node “19” in the BST of Figure 1. We first compare “19” with “43”, since “43” is greater than “19” we have to move to the left sub tree of “43”. Then again we compare “19” with “32”. Once again “32” is greater than “19”, so we have to move to the left sub-tree.
Figure 1. Binary Search Tree

Now the next node is “18” but “18” is less than the key to be searched, i.e., “19” so we move to the right sub-tree. Then the node “25” is reached, so we move to the left sub-tree. Now, the current key (“19”) matches with the key to be searched “19”. So, we stop at this step as the key is found. If we find the key, then searching terminates successfully. If not, we have to continue the searching procedure until we reach an empty sub tree (i.e., where a null pointer is encountered).

2. Existing System

2.1 Collision Resolution

Collisions are treated differently in different methods. A data set with key S is called a colliding element if bucket B h(s) is already taken by another data set. What can we do with colliding elements?

2.2 Chaining

Implement the buckets as linked lists. Colliding elements are stored in these lists.

2.3 Open Addressing

Colliding elements are stored in other vacant buckets. During storage and lookup, these are found through so-called probing.

2.4 Problem: Obviously, a mapping from a potentially huge set of strings to a small set of integers will not be unique. The hash function maps keys into indices in many-to-one fashion. Having a second key into a previously used slot is called a collision.

2.5 Separate Chaining: In this approach, we install a linked list at each index in the hash Table. A data item's key is hashed to the index in the usual way, and the item is inserted into the linked list at that index. Other items that hash to the same index are simply added to the linked list; there is no need to search for empty cells in the primary array. This method is called separate chaining, because items that collide are chained together in separate linked lists. If there are many items, access time is reduced because access to a specified item requires searching through an average of half the items on the list. Finding the initial cell takes fast O (1) time, but searching through a list takes time proportional to the number of items on the list; O (M) time. Thus we do not want the list to become too full. To perform a
search, we use the hash function to determine which list to traverse. We then search this list.
To insert an item, we check the appropriate list and insert it at the front of the list.

Figure 2. Example of Separate Chaining Method

2.6 Complexity of Separate Chaining

The time to compute the index of a given key is a constant. Then we have to search in a list for the record. Therefore the time depends on the length of the lists. It has been shown empirically that on average the list length is N/M (the load factor L), provided M is prime and we use a function that gives good distribution. Unsuccessful searches go to the end of some list, hence we have L comparisons. Successful searches are expected to go half the way down some list. On average the number of comparisons in successful search is L/2. Therefore we can say that runtime complexity of separate chaining is O (L).

2.7 How to Choose M in Separate Chaining?

Since the method is used in cases when we cannot predict the number of records in advance, the choice of M basically depends on other factors such as available memory. Typically M is chosen relatively small so as not to use up a large area of contiguous memory, but enough large so that the lists are short for more efficient sequential search. Recommendations in the literature vary from M to be about one tenth of N- the number of the records to M to be equal (or close to) N.

2.8 Other Methods of Chaining:

1. Keep the lists ordered: useful if there are more searches than inserts and if most of the searches are unsuccessful.
2. Represent the chains as binary search tree. Extra effort needed – not efficient.

Advantages of Separate Chaining – used when memory is of concern, easily implemented.
Disadvantages – unevenly distributed keys long lists and many empty spaces in the Table.
3. Proposed System

In this paper, we have proposed a hybrid model which is a combination of Binary Search Tree (BST) and AVL tree. First, we implement the hash Table by an AVL tree.
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Then we add the keys to be stored in the hash Table inside a BST originating at that location in the hash Table (implement in the form of an AVL Tree). There is no usage of linked lists (as in the case of separate chaining) originating from each hash location in the hash Table, as BSTs are used instead of linked lists. In the Separate Chaining method, search operation is not so efficient because whenever there is a collision, we store the key value in the data part of a new node and then join previous key value’s node to the new key value’s node. This process continues for every collision that occurs at the same location in the hash table. Suppose there are 7 elements to be inserted in a hash Table: 40, 20, 10, 30, 22, 50 and 60. According to normal separate chaining method we have to insert 40, 20, 10, 30, 50 and 60 in a single chain sequentially because all of these have same hash value. To search the key 60, we have to traverse each key in a sequential manner. So we need a time complexity of O (n), where n is the number of elements traversed. To avoid this situation we propose a hybrid model which is called hybrid chaining (HC).

This model is a combination of AVL trees and BSTs. The hash Table has to be implemented by AVL tree method and the collided nodes by BSTs. For example, in the above case, hash Table is formed in the form of an AVL tree and the values 40, 20, 10, 30, 50 and 60 (say they have the same hash function value) after collision will form a BST originating from AVL tree. And now if we wanted to search 60 then this would take time complexity of O (log n). The worst case of this proposed model is O (n) when the element inserted at that location after collision is either in increasing or decreasing order.
4. Methodology

In this paper we have replaced the Hash Table with AVL Tree methodology because suppose there are 10 nodes in the hash Table then according to normal separate chaining, if we want to insert a value at position determined by hash function, we have to traverse all the previous positions sequentially which is a time taking process.

Figure 4. AVL Tree Formation

Here, this situation will not occur because we have inserted the nodes according to AVL Properties. For e.g., to create a hash Table of size 10, we follow the AVL tree properties to create the hash Table (tree).

The Insertion of the following data 0,1,2,3,4,5,6,7,8,9 will be in the following way:

Step1: Input is taken from the user
Step2: Input is inserted in the hash-table (implemented in the form of AVL-tree).
Step3: AVL tree is reconfigured after adding new node with input value.
Step4: steps 1, 2, 3 are repeated until no more hash table entries are required.
Step5: Hash Table is created.

Figure 5. Initial AVL Tree Implementation Model
Now, suppose we have to insert the values 33, 13, 43, 73 into the hash Table, which is of size 10, we have to perform hashing function: h(x) will be x % m, where x is the key value which is to be inserted and m is the hash table size (in this example m=10). So according to the above formula, we will get a remainder 3 for each of the key values. So now we have to perform insertion by using hybrid chaining method and based on that we get the following result:
After giving the input 33 in location 3 we have to consider 33 as the root node. Suppose now we want to insert 13, which is less than 33, so we have to insert it on the left sub tree of the root node 33.

After inserting key value 13, suppose we want to insert 43 then we have to compare with root node 33, which is greater than 33. So insert it on the right sub tree of the root node 33.
After the insertion of node 43 the implementation structure will be like Figure 6. Finally take the key values 73 and try to insert it in the hash table. The key value 73 is greater than the root so insert it on the right hand side of the root. And the overall insertion result is depicted in Figure 11.

![Figure 10. Insertion of Keys 43 into Hash Table](image)

![Figure 11. Insertion of Keys 73 into Hash Table with Final Implementation Details](image)
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