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Abstract

The data warehouse (DW) technology was developed to integrate heterogeneous information sources for analysis purposes. Information sources are more and more autonomous and they often change their content due to perpetual transactions (data changes) and may change their structure due to continual users' requirements evolving (schema changes). Handling properly all type of changes is a must. In fact, the DW which is considered as the core component of the modern decision support systems has to be update according to different type of evolution of information sources to reflect the real world subject to analysis. The goal of this paper is to propose a solution, based on versioning approach, able to handle structure changes in order to keep track of the DW evolution.
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1. Introduction

Information sources which are integrated in the DW are autonomous and they can change their schema independently of DW. Such changes must be supported when they rich the DW. In fact, the DW technology is seen as the process of good decision making since it provides necessary tools for data analysis such as the On Line Analytical Processing (OLAP). In the literature the DW evolution can be classified into three different approaches namely schema evolution [1, 2, 3, 4] and schema versioning [5, 6] when the DW is defined as a multidimensional schema (fact and dimension tables) and view maintenance [7, 8, 9, 10, 11, 12, 13, 14, 15] when the DW is defined as a set of materialized views. The goal of this paper is to present a DW Versioning to handle structure changes and content changes, then to propose a comparative study between those works.

This paper is organized as follows. In section 2, we present different researches works related to DW evolution. In section 3, we present comparative studies between researches works cited above. In section 4, we summarize the work and we propose new perspectives that can be done in the future.

2. Related Works

In the literature, the DW evolution can be classified into three different approaches namely schema evolution [1, 2, 3, 4], schema versioning [5, 6] and view maintenance [7, 8, 9, 10, 11, 12, 13, 14, 15]. The first approach focuses on dimensions updates [1, 2], instances updates [4], facts updates and attributes updates [3]. In [1], authors proposed some operators to define dimension updates. Those operators are: Generalize operator, Specialize operator, Relate levels operator, Unrelated levels operator, Delete level operator, Add instance
operator and Delete instance operator. After defining operators to handle dimension updates, authors of [1] saw that they must handle the impact of dimension structural updates on the data cube. In fact, they proposed some data cube adaptation after the Dellevel update, Addlevel update, DelInstance update and AddInstance update by computing for each cube view an expression to maintain it.

In [2] authors proposed an extension to the work presented in [1] and defined the WareHouse Evolution System (WHES) prototype to support dimensions and cubes update. In fact, they extended the SQL language and gave birth to the Multidimensional Data definition Language (MDL). This latter allowed defining operators for to support evolution of dimensions and cubes. For dimensions update, authors defined the following operators: CreateDimension, DropDimension, RenameDimension, AddLevel, DeleteLevel, RenameLevel, AddProperty and DeleteProperty. For cube updates, authors defined the following operators: CreateCube, DropCube, RenameCube, AddMeasure, DeleteMeasure, RenameMeasure, AddAxis and DeleteAxis.

In [3], authors defined a formal description of multidimensional schemas and instances. This formal description constitutes the data model. This latter was defined as follows: a MD model $m$ is a 6 tuple $(F, L, A, \text{gran}, \text{class}, \text{attr})$ where $F$ is a finite set of fact names, $L$ is a finite set of dimension level names, $A$ is a finite set of attributes names, Gran is a function that associates a fact with a set of dimension level names, Class : is a relation defined on the level name, Attr is a function mapping an attribute to a given fact or to a given dimension level.

After defining the data model, authors presented a set of formal evolution operations. Those latter can have an effect on the model or not. The following evolution operations have no effects on the model: Insert level, Delete level, Insert attribute, Delete attribute, Insert classification relationship, Delete classification relationship, Connect attribute to dimension level, Disconnect attribute from dimension level, Connect attribute to fact, Disconnect attribute from fact, Insert fact:, Delete fact, Insert dimension into fact and Delete dimension.

The second approach focuses on keeping trace of changes by keeping different versions of a given DW [5, 6]. In [5] authors make the difference between schema evolution and schema versioning. In fact, for them schema evolution consists in transferring old data from old schema and updating it in a new schema. However, schema versioning consists in keeping the history of all versions by temporal extension or by physical storing of different versions.

The third approach focuses on maintaining a materialized view in response to data changes [7, 8, 9, and 10] or to data sources changes [10, 11, 12, 13, and 14] and sometimes to monitor the DW quality under schema evolution [15]. Research works elaborated in the context of view maintenance can be classified into the following categories:

- View adaptation [7, 8, 9, and 10]: this approach consists in adapting views to changes by adding meta data to materialized views. Those meta data contain structural updates related to materialized view.
- View synchronization (rewriting of views) [10, 11, 12, 13, and 14]: many research works were interested in this approach because it is in relation with other problems such as data integration, data warehouse modeling…

In [10] Bel presents an approach for dynamic adaptation of views related to data sources (relations sources) changes. The main idea of this work is to avoid the recomputation of views which are defined from several sources. In fact, the key idea is to compute the new view from the old one. Bel presents the view adaptation problem from two different points of views. The first point of view is from the user or from the DW designer or administrator and the second point of view is from data sources. For the first point of view, the user or the DW designer can bring into play schema changes on views (e.g. adding an attribute, delete an attribute,
modifying an attribute domain in a view schema) independently of the data sources. Then the changes of the view definition lead to recompute the materialized view. This is the so called "view adaptation". For the second point of view, the data sources (relation sources) can change their schema. This type of changes can touch the DW structural consistency since it may invalidate the materialized views. In this case the solution is to preserve the structural consistency of the DW. This kind of view adaptation is so called "the structural view maintenance". Bel investigated the view adaptation problem from both point of views citing above. Let's start with the view adaptation from point of view data sources or relation sources: the author of [10] presents the impact of schema changes of data sources on the SELECT, WHERE and FROM clauses of the view query.

EVE system [11] proposes a prototype solution to automate view definitions rewriting to solve the problem of view inflexibility. This solution has the goal to preserve the maximum number of affected view definitions by the occurrence of information sources schema changes. The EVE approach assumes that information sources are integrated in the EVE system via a wrapper which translates their models into a relational common model. They are supposed to be heterogeneous and autonomous which join, or change dynamically their capabilities such as their schema.

EVE system includes two basic modeling tools: a model permitting to user to express view definition evolution via an extended SQL called Evolvable SQL (E-SQL) [11] and a model for the description of the information sources (MISD) [11] and the relationships between them. This model of Information Sources description can be exploited for seeking a suitable substitution for the affected view definition components (attributes, relations, and conditions).

The View Knowledge Base (VKB) described by E-SQL and the Meta Knowledge Base (MKB) revealed by MISD, represent the base for any operation of view rewriting or view synchronization process.

Authors of [14] propose to design a mobile agents view synchronization system based on EVE called MAVIE. This latter has to ensure data warehouse maintenance under schema changes.

MAVIE solution decreases the synchronization time due to parallelism permitted by mobile agents and avoids the saturation of the network. The architecture of MAVIE system [14] is distributed on four entities which are the mobile MKB agent, the mobile VKB agent, the mobile detector agent and the mobile synchronizer agent. All those agents know each other via their identifier, names and sites. That fact will assure the direct communication between all mobile agents.

In [15], Quix saw that the quality of the DW is important. In fact, his approach is embedded in the Data Warehouse Quality (DWQ) framework. The aim of [9] is not to provide new techniques to maintain views but to monitor the DWQ under evolution. In fact, Quix presented many evolution operations and their impacts on quality factor. For example, the add /delete of a view and the add/delete of an attribute to/from view will affect the completeness, the correctness and the consistency of the logical schema. The rename of a view will affect the interpretability and understand ability of the view and its attributes. The change of an attribute domain will affect the interpretability of data. The add of an integrity constraint will affect the credibility and consistency of data in data store. The delete of an integrity constraint will affect the consistency of data.
3. Preliminaries

A data warehouse is a data repository which collects and maintains a large amount of data from distributed, autonomous and heterogeneous data sources.

Multidimensional modeling of a DW is usually presented by a star schema [16][17][18]. It is called a star schema because the E/R diagram of his schema resembles a star. The star schema architecture is the simplest data warehouse designing.

The star model is very popular because of its representation which is easy to understand and its performance on very large queries. In fact, this model allows browsing of specific categories, summarizing, drill-down and specifying criteria. The fact table represents the variable to be analyzed and the dimension tables represent the axe of analysis.

The snowflake schema is a variant and a refinement of the star schema, since it keeps the same primitives with normalization of dimension tables to eliminate redundancy. In fact, it represents aggregation hierarchies in the dimensions since, each attribute of a hierarchical level is put in a dimension table. The snowflake schema [19][20][21] may improve in some cases the performance because smaller tables are joined, and is easy to maintain and increases flexibility.

Last but not least, multidimensional model is based on the idea of the constellation [22][23]. In this kind of model, we found more than one fact and several dimensions which are shared between facts.

Basic concepts of multidimensional modeling are facts, measures, dimensions and hierarchies.

**Definition 1**: Fact: it represents the variable to be analyzed by decision makers. Graphically it is a table with two sections. In first section, we find the name of the fact. In the second section, we find its primary key, primary keys of all dimensions that are connected to the fact and a set of measures.

**Definition 2**: Measure: it represents the quantitative aspect of a fact, it is a numeric property of a fact (e.g. quantity, amount...)

**Definition 3**: Dimension: it represents the axe of analysis of a given fact. It is a fact property in a given domain. There are two variants of dimensions: Temporal dimension that represents Time at any granularity and Spatial dimension that represents Geography at any granularity.

**Definition 4**: hierarchy: it is a finite set of members in a dimension and their positions relative to one another. For example, the Geography dimension is defined with the levels Continent, Country, City. In such order, we propose the following schema of dimension Geography and its instances.
North Africa is the continent and it represents the top level of the hierarchy, Tunisia and Morocco are countries in the North Africa continent and they represent the middle level of the hierarchy and finally Tunis and Fes are cities respectively in Tunisia and Morocco, they represent the bottom level of the hierarchy. This latter is more specific than other levels.

4. Multiversion TDW

Schema versioning approach keeps track of the modification of schema level and instance level. The goal is to reduce inconsistent OLAP results. There are two types of schema versioning; real version and alternative version.

The real version can be defined as a version that handles changes of the real world like changing geographical borders of countries.

The alternative version can be defined as a version that handles simulation purposes. It represents the so called what-if-analysis to handle virtual business scenarios.

One or several alternative versions are created from a given real version. They have the Parent/Child relationship.

![Diagram of Schema Versioning: Real and Alternative Versions](image)

**Figure 3. Schema Versionning: Real and Alternative Versions**

We propose constraints that have to be fulfilled to guaranty the integrity of our multiversion trajectory data warehouse. Let \( MVTDW \) be a set of TDW versions. Let \( RV_i \) be a real version in \( MVTDW \) with \( i \in \{1, \ldots, n\} \). Let \( AV_{i,j} \) be a child of the real version \( RV_i \) and an alternative version in the whole \( MVTDW \). Let \( RV_i \rightarrow AV_{i,j} \) means that \( AV_{i,j} \) is a subset of \( RV_i \). Versions must be time stamped in order to represent their time validity. Let \( VT_{i} \) be a valid time interval of \( RV_i \) with a time of begin \( tb(RV_i) \) and a time of end \( te(RV_i) \). Let \( VT_{i,j} \) be a valid time interval of \( AV_{i,j} \) with a time of begin \( tb(AV_{i,j}) \) and a time of end \( te(AV_{i,j}) \).

Let \( P \) be a point of time. \( P \) is true if \( te(RV_i) = tb(RV_{i+1}) \), else \( P \) is false and \( P \equiv \emptyset \).

Basic constraints related to real versions are that:

- \( \forall VT_i, \; tb(RV_i) \leq te(RV_i) \) has to be true i.e., a real version may not end before it starts.
 ∀ (RVi, RVi+1); VTi ∩ VTi+1 = P.

In order to give a formal description of the integrity constraints between a real version and its alternative version, we propose the predicate IsIn as follows:

• IsIn (RVi, AVi.j) defines that the valid time of an alternative version AVi.j is a subset of the valid time of its parent real version RVi. (RVi, AVi.j) is true if ∀ t ∈ [tb(AVi.j), te(AVi.j)], t ∈ [tb(RVi), te(RVi)] i.e., ∀(RVi, AVi.j), RVi ↦ AVi.j then VTi.j ⊆ VTi.

As shown in the figure 3, the real version RV1 and its child AV1.1 are valid within the time interval [T1, T2], the real version RV2 and its child AV2.1, AV2.2 and AV2.3 are valid within the time interval [T2, T3] while the real version RV3 and its child AV3.1, AV3.2 and AV3.n are valid within the time interval [T3, +∞] since we don’t know yet what will happen in the future.

5. Running Example

To elucidate the problem more deeply, we propose an example of a trajectory Data Warehouse (TDW) [24]. This latter stores trajectory data related to moving objects during their trajectories. Those latter are composed of trajectory sections that are composed of stops and moves.

In our running example, the TDW stores trajectory data resulting from mobile hospitals. Those latter move in their trajectories and stop in a given district to check if women living there have the breast cancer disease. Decision makers analyze trajectory data in order to know the number of breast cancer patients in a given stop that is in a given district. Patients are organized into group-patient. This latter indicates the stage of the disease assuming that the breast cancer has three stages. The trajectory fact table stores information about the number of patients, the date of diagnostic and the district where patients were diagnosed in the mobile hospital. The schema of the TDW is shown as follows:

Figure 4. A Schema of the Trajectory Data Warehouse with T-UML [25]
5.1. Identification of Schema Changes and their Impacts

As we know, correct strategic decisions can keep a business alive; therefore, a TDW has to be adaptable to any changes that can happen. Those changes are due to changes of data sources in the course of time or to the changes of users’ requirements over a period of time.

The goal of this section is to identify a set of TDW schema changes. This set will include known atomic changes, e.g. dimension updates, fact updates, and attribute updates. Moreover, we will propose changes that are specific to trajectories. For example, since spatial dimensions and measures can have several granularities, one can add a granularity to a dimension, or change the granularity of a dimension that is involved in a fact. In addition to atomic changes, our set of schema changes will include complex changes, e.g. merging two dimension hierarchies into one. This type of change has infrequently been addressed in the literature.

A multidimensional schema can undergo evolutions which can put back the existing schema by having impacts of variable importance on the data. For example, the evolutions of schema impacting on the table of the facts have generally important consequences on the stored data. Indeed, the volumetric of the data warehouse depends generally on the volumetric of the fact tables. So the impact on data of the fact table can be considerable. We evoke the evolutions of schema according to the importance of their impacts on the data warehouse.

OLAP systems are composed of fact tables and dimension tables forming the multidimensional structure of analysis. A lot of models consider that fact table is the dynamic part of the DW and dimension tables are static. However, in real world, axes of analysis evolve in time.

5.1.1 Dimension Updates

We define in this section a set of primitives operations related to the management of schema evolution especially the dimension updates and a set of integrity constraints to be respected for this end. Those latter will be defined as follows:

IC 1: constraint add dimension: the primary key of the added dimension must be a foreign key in the trajectory fact table (PK new $D \in \{FK \text{ Trajectory Fact}\}$).

IC 2: constraint drop dimension: the primary key of the removed dimension must be removed from trajectory fact table (PK removed $D \notin \{FK \text{ Trajectory Fact}\}$).

IC 3: constraint add attribute to a dimension: none

IC 4: constraint delete attribute from a dimension: the deleted attribute must not be the identifier i.e. the primary key of the dimension (deleted attribute $\neq$ PK dimension).

- Add dimension

First of all, a possible evolution is the addition of a dimension. It amounts to increase the level of detail of the fact table. In fact, facts will be more detailed, since measures in the fact table will be described by an additional dimension and will present more descriptors.

The impact on the data is considerable because it is not only a question of adding a table of dimension but also of recalculating all the data of the fact table when data sources allow to calculate measures one more time for old facts. We propose the following Add-Dimension formal definition:

Let V be a version of the TDW and it is composed of a trajectory fact TF, a set of dimensions D, a set of hierarchies H, a set of integrity constraints IC and a valid time of
the version VT then \(V=(TF, D, H, IC, VT)\). \(Dn\) is the name of the new dimension, \(Pk\) is the primary key of the new dimension and \(A\) is the set of its attributes. The result of the primitive Create Dimension gives birth to a new version \(V' = (TF', D', H, IC, VT)\) where \(TF'= (TF \text{ name}, \text{ Measures, TF foreign key } \cup \{\text{new dimension primary key}\})\) and \(D'= D \cup \{Dn, Pk, A\}\).

After presenting the formal definition, we propose the following Add-Dimension algorithm. This latter will be applied on the basic TDW version.

**Algorithm Creation-Dimension**

Declare

\(\text{newD}: \text{the new dimension}\)

\(ID-\text{newD}: \text{the identifier of the new dimension}\)

\(PK: \text{primary key of the Trajectory-Fact}\)

Begin

1: Create new Dimension structure : \(\text{newD}: ID-\text{newD} \text{ and Descriptors}\)

2: insert \((ID-\text{newD}, \text{descriptors})\) into \(\text{newD}\)

4: Alter Trajectory-Fact \((ID-\text{newD})\)

   Add CONSTRAINT FOREIGN KEY
   REFERENCES \(\text{newD}(ID-\text{newD});\)

5: Alter Trajectory-Fact

   Modify CONSTRAINT \(PK \cup \{ID-\text{newD}\};\)

End

- **Delete dimension**

Another possible evolution is the deletion of a dimension, which allows decreasing the level of detail of the fact table. In fact, facts will be less detailed.

The impact on the data is considerable because it is necessary to recalculate the aggregates of the fact table because the identifier of the deleted dimension would be eliminated from the fact table. Let \(V\) be a version of the TDW and it is composed of a trajectory fact \(TF\), a set of dimensions \(D\), a set of hierarchies \(H\), a set of integrity constraints \(IC\) and a valid time of the version \(VT\) then \(V = (TF, D, H, IC, VT)\). \(Dn\) is the name of the deleted dimension, \(Pk\) is the primary key of the deleted dimension and \(A\) is the set of its attributes. The result of the primitive Delete Dimension gives birth to a new version \(V'=(TF', D', H, IC, VT)\) where \(TF'=(TF \text{ name}, \text{ Measures, TF foreign key } \setminus \{\text{deleted dimension primary key}\})\) and \(D' = D \setminus \{Dn, Pk, A, H\}\).

After presenting the formal definition, we propose the following Delete-Dimension algorithm. This latter will be applied on the basic TDW version.

**Algorithm Delete-Dimension**

Declare

\(D: \text{the dimension to be deleted}\)

\(ID-D: \text{the identifier of the dimension to be deleted}\)

\(PK: \text{primary key}\)

\(FK: \text{foreign key}\)

Input: \(D\)

Begin

1: Alter Table Trajectory-Fact

   Modify CONSTRAINT \(PK = PK \setminus \{ID-D\};\)

2: Alter Table Trajectory-Fact

   Drop CONSTRAINT \(PK = FK (ID-D);\)

3: Update Trajectory-Fact

   Set \(ID-D = \text{NULL};\)
4: Alter Table Trajectory-Fact
Delete COLUMN (ID-D);
5: Drop Table D
End

- Add attribute to a dimension

A possible dimension update is to insert a new attribute in a dimension. This increases the number of descriptors of a given dimension. Let V be a version of the TDW and it is composed of a trajectory fact TF, a set of dimensions D, a set of hierarchies H, a set of integrity constraints IC and a valid time of the version VT then V = (TF, D, H, IC, VT). Dn is the name of the dimension, and An is the name of added attribute. The result of the primitive Add Attribute gives birth to a new version V' = (TF, D', H, IC, VT) where D' = {(Dn, A) ∪ {An}, H}.

After presenting the formal definition, we propose the following Add-Attribute algorithm. This latter will be applied on the basic TDW version.

```
Algorithm Add-Attribute to Dimension
Declare
D: the Dimension to which a new attribute will be added
A: the added attribute to a given dimension D
Input: D
Begin
1: Alter Dimension D
   Add COLUMN (A);
End
```

- Delete attribute from a dimension

A possible dimension update is to delete an attribute from a dimension. This decreases the number of descriptors of a given dimension. Let V be a version of the TDW and it is composed of a trajectory fact TF, a set of dimensions D, a set of hierarchies H, a set of integrity constraints IC and a valid time of the version VT then V = (TF, D, H, IC, VT). Dn is the name of the dimension, and An is the name of deleted attribute. The result of the primitive delete Attribute gives birth to a new version V' = (TF, D', H, IC, VT) where D' = {(Dn, A \ {An}, H)}.

After presenting the formal definition, we propose the following Delete-Attribute algorithm. This latter will be applied on the basic TDW version.

```
Algorithm Delete-Attribute from Dimension
Declare
D: the Dimension from which an attribute will be deleted
A: the deleted attribute from a given dimension D
Input: Dimension D
Begin
1: Update Dimension D
   Set A = NULL;
2: Alter Dimension D
   Delete COLUMN (A);
End
```
5.1.2 Dimension Levels Updates

The hierarchy can be seen as a directed acyclic graph where levels are vertices and links between levels are edges.

![Diagram of hierarchy levels]

**Figure 5. terminology of levels' granularities**

The hierarchy is composed of a set of granularity levels. For this reason, the update of the hierarchy must be followed by the update of its levels. Creating a granularity level into a hierarchy consists on creating a level and a link that connect it to the level on which it is based on. The level can be created in the middle or at the end of a hierarchy. Creating a level in the middle of a hierarchy must have as a goal to aggregate data of the created level towards the existing upper level i.e. data of the created level are semantically aggregated towards the existing upper level. Two scenarios are possible for creating a level at the end of a hierarchy. The first one is that the level is created under the last level of an existing hierarchy and the second one is that the level is created under the dimension itself and this will give birth to a new hierarchy.

Removing a level from a hierarchy leads to the remove of the level itself and the link between it and the level above it. This remove can be performed a level that is in the middle or the end of a hierarchy.

In case of creation or removal of a level that is in the middle of hierarchy, it is necessary to propagate updates in the hierarchy. The propagation aims to define relationships between relevant levels of the updated hierarchy. In fact, in case of creation of a level in the middle of the hierarchy, propagation consists on defining the aggregation link between the created level and the upper level. However, removing a level from the hierarchy, propagation consists on defining the aggregation link between the lower and the upper level of the removed level.

We define in this section a set of algorithms related to dimension levels updates (creation and removal of a level from a hierarchy) and a set of integrity constraints to be respected for this end. Those latter will be defined as follows:

**IC 5:** constraint add dimension level: the primary key of the added level must be a foreign key in the dimension (Pk DL \( \in \) Fk D).

**IC 6:** constraint drop dimension level: the primary key of the removed level must not be a foreign key in the dimension (Pk of removed DL \( \notin \) Fk D).
- **Add dimension level**

Changes affecting the dimension hierarchies, such that adding new levels of granularity enrich an existing hierarchy or define a new hierarchy. For example in the dimension country containing the levels Country > District, we can introduce a new level that group District by City (Country> City > District). Let V be a version of the TDW and it is composed of a trajectory fact TF, a set of dimensions D, a set of hierarchies H, a set of integrity constraints IC and a valid time of the version VT then V = (TF, D, H, IC, VT). Dn is the name of the dimension, and Hn is the name of added hierarchy. The result of the primitive Add Hierarchy gives birth to a new version V'= (TF, D', H', IC, VT) where D' = {(Dn, A, H ∪ {Hn})} and H'={Hn, Levels, (>)} where > represents the dependency relationship between levels.

After presenting the formal definition, we propose the following Add-Dimension-Level algorithm. This latter will be applied on the basic TDW version.

**Algorithm Creation-Dimension level**

 Declare
 DLi: the dimension level to be added to a given hierarchy
 PK: primary key of a dimension level

*Input:* End-of-hierarchy (= true if DLi will be the end of the hierarchy)

*Begin*

1. If (End-of-hierarchy) 
   1: Create Table DLi (ID-DLi PK, descriptors);
   2: Alter Table DL(i-1) Add COLUMN (ID-DLi );
   3: Alter Table DL(i-1)
   PK-DL(i-1)= PK-DL(i-1) ∪ {ID-DLi};

   Else
   4: Create Table DLi (ID-DLi PK, descriptors);
   5: Alter Table DLi
   ADD CONSTRAINT Primary Key PK-DLi (ID-DLi, ID-(i+1));
   6: Alter Table DL(i-1)
   PK-DL(i-1)= PK-DL(i-1) \ {ID-DL(i+1)};
   7: Update DL(i-1)
   Set ID-DL(i+1) = NULL;
   8: Alter Table DL(i-1)
   Delete ID-DL(i+1)
   9: Alter Table DL(i-1)
   Add COLUMN (ID-DLi );
   10: Alter Table DL(i-1)
   PK-DL(i-1)= PK-DL(i-1) ∪ {ID-DLi};

*End*

- **Delete dimension level**

In the case of the abolition of hierarchy level, the importance of the impact depends on the location of this level in the hierarchy. Indeed, if the level is in an intermediate position in the hierarchy, there must be consistency maintaining the necessary links in the hierarchy. Let V be a version of the TDW and it is composed of a trajectory fact TF, a set of dimensions D, a set of hierarchies H, a set of integrity constraints IC and a valid time of the version VT then V = (TF, D, H, IC, VT). Dn is the name of the dimension, and Hn is the name of deleted hierarchy. The result of the primitive Delete
Hierarchy gives birth to a new version $V' = (TF, D', H', IC, VT)$ where $D' = \{(Dn, A, H \setminus \{Hn\})\}$ and $H' = H \setminus \{Hn, \text{Levels, (>)}\}$ where $>$ represents the dependency relationship between levels.

After presenting the formal definition, we propose the following Delete-Dimension-Level algorithm. This latter will be applied on the basic TDW version.

5.1.3 Fact Updates

We define in this section a set of primitives operations related to the management of schema evolution especially the fact updates and a set of integrity constraints to be respected for this end. Those latter will be defined as follows:

**IC 7**: constraint add a measure to a fact: the type of the new measure must be of type numeric (type new m = numeric).

**IC 8**: constraint delete a measure from a fact: the number of measures must be more than two so after deleting a measure must be more or equal to one (number measures \ deleted measure $\geq 1$).

- **Add a measure to a fact**

Another modification which touches the fact table is the addition of a measure. This measure can be diverted from an existing measure. The impact is lesser than when we touch a dimension, because it does not to challenge existing data of the fact table. However, it requires calculating for every fact this new measure.
This latter must share exactly the same dimensions as the other measures of the fact table. If this is not the case, it should be considered creating another fact table that may share some of the existing dimensions. Let V be a version of the TDW and it is composed of a trajectory fact TF, a set of dimensions D, a set of hierarchies H, a set of integrity constraints IC and a valid time of the version VT then V = (TF, D, H, IC, VT). Mn is the name of the new measure. The result of the primitive Add Measure to a fact gives birth to a new version V' = (TF', D, H, IC, VT) where TF' = {(TF name, M ∪ {Mn}, D)}. After presenting the formal definition, we propose the following Add-Measure algorithm. This latter will be applied on the basic TDW version.

Algorithm Add-Measure to Trajectory-Fact
Declare
TF: the Trajectory-Fact to which a new measure will be added
M: the added measure to a given Trajectory-Fact TF
Input: Trajectory-Fact
begin
1: Alter Table Trajectory-Fact TF
   Add COLUMN (M);
End

- Delete a measure from a fact

The removal of a measure, in turn, affects also the fact table. However, no recalculation of the fact table is needed, since it is only to remove a column. Let V be a version of the TDW and it is composed of a trajectory fact TF, a set of dimensions D, a set of hierarchies H, a set of integrity constraints IC and a valid time of the version VT then V = (TF, D, H, IC, VT). Mn is the name of the deleted measure. The result of the primitive Delete Measure from a fact gives birth to a new version V' = (TF', D, H, IC, VT) where TF' = {(TF name, M \ {Mn}, D)}. After presenting the formal definition, we propose the following Delete-Measure algorithm. This latter will be applied on the basic TDW version.

Algorithm Delete-Measure from Trajectory-Fact
Declare
TF: the Trajectory-Fact from which a measure will be deleted
M: the deleted measure from a given Trajectory-Fact TF
Input: Trajectory-Fact
Begin
1: Update Table Trajectory-Fact TF
   Set M= NULL;
2: Alter Table Trajectory-Fact TF
   Delete (M);
End

6. MVTDW Prototype

Our MVTDW is right now being implemented as a prototype. This latter is implemented with C Sharp and it supports derivation of versions from the original TDW version. This latter is stored in oracle DW. The MVTDW prototype is composed of TDW version guide located at the left and schema viewer located at the right. The schema guide allows showing the content of each TDW version. The schema viewer
allows seeing the schema of the selected TDW version. The bottom "new version derivation" can modify the TDW version while applying primitives operations described in section 5.1. Whereas, the bottom "querying versions" can express queries that address several TDW versions. To this end, we propose to extend the SQL language.

![MVTDW Prototype](image)

Fig12. MVTDW Prototype

7. Conclusion and Future Works

OLAP systems are composed of fact tables and dimension tables forming the multidimensional structure of analysis. A lot of models consider that fact table is the dynamic part of the DW and dimension tables are static. However, in real world, axes of analysis evolve in time. To solve this problem, we proposed a new approach that is based on versioning called MVTDW. This latter is composed of real versions and alternative versions. We defined some constraints to assure integrity between versions and some algorithms to be applied in case of schema and instance changes on the TDW versions. The user has to define which version should use to answer queries. However, data returned by queries may be in several versions of a TDW. For this reason, it is necessary to ensure data mapping functions between all versions of a given MVTDW and to extend the SQL language which can express queries that address several TDW versions. This focus will be discussed in future works.
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